Making virtual walking real: perceptual evaluation of a new treadmill control algorithm
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**Abstract**

For us humans, our most natural way of moving through the world is walking. One of the major challenges in present research on navigation in virtual reality is to enable users to physically walk through virtual environments. Although treadmills in principle allow users to walk for extended periods of time through large virtual environments, existing setups largely fail to produce a truly immersive sense of navigation. Partially, this is because of inadequate control of treadmill speed as a function of walking behaviour. Here, we present a new control algorithm that allows users to walk naturally on a treadmill, including starting to walk from standstill, stopping, and varying walking speed. The treadmill speed control consists of a feedback loop based on the measured user position relative to a given reference position, plus a feed-forward term based on on-line estimation of the user’s walking velocity. The purpose of this design is to make the treadmill compensate fully for any persistent walker motion, while keeping the accelerations exerted on the user as low as possible.

We evaluated the performance of the algorithm by conducting a behavioural experiment in which we varied its most important parameters. Participants walked at normal walking speed and then, on an auditory cue, abruptly stopped. After being brought back to the centre of the treadmill by the control algorithm, they rated how smoothly the treadmill had changed its velocity in response to the change in walking speed. Ratings in general were quite high, indicating good control performance. Moreover, ratings clearly depended on the control algorithm parameters that were varied. Ratings were especially affected by the way the treadmill reversed its direction of motion. In conclusion, controlling treadmill speed in such a way that changes in treadmill speed are unobtrusive and do not disturb VR immersiveness is feasible on a normal treadmill with a straightforward control algorithm.
**Introduction**

In recent years, Virtual Reality (VR) has become increasingly realistic and immersive. Both the visual and auditory rendering of virtual environments have been improved significantly, thanks to developments in both hardware and software. In contrast, the possibilities for intuitive navigation through virtual environments (VE) are still relatively rudimentary. Most commonly, users can ‘move’ through high-fidelity virtual environments using a mouse or a joystick. Of course, the most natural way to navigate through VR would be to walk. For small scale virtual environments one can simply walk within a confined space. The VE can be presented by a cave-like projection system, or by means of a head-mounted display combined with head-tracking. For larger VEs, however, this quickly becomes impractical or even impossible.

In principle, a more general solution is offered by treadmills, as they keep the user in a relatively restricted area while at the same time allowing to walk through arbitrarily large VEs. At present, however, the treadmill solution is still far from satisfactory because of two problems. Firstly, most of the current treadmill setups only allow for walking in one direction, severely restricting the possibilities for navigation through virtual environments. Although several attempts have been made to create an omnidirectional treadmill, allowing users to walk in any direction, most of these solutions at present still are in the prototype state and often are far from perfect [Darken, Cockayne & Carmein 1997; Iwata 1999; Fernandes, Raja & Eyre 2003; Huang 2003; Nagamori, Wakabayashi & Ito 2005].

The second major problem in using treadmills for VE navigation is how to control the velocity of the treadmill as a function of the walking behaviour of the user. Obviously, the user should be kept on the treadmill while either walking or standing still. Most available setups therefore allow the user to walk at only one fixed speed, given by the treadmill. A better solution would be to have the treadmill respond to changes in walking speed, but this creates its own set of problems. Acceleration of the treadmill cannot be too high, because this would disrupt the immersiveness of the virtual reality or even bring the user out of balance. On the other hand, it cannot be too low either, because then the person would walk off the treadmill when he or she changes walking speed.
This paper focuses on the second problem. We developed a control algorithm to control the speed of a treadmill in such a way that VR immersiveness is not disrupted by changes in treadmill velocity [De Luca, Mattone, & Robuffo Giordano 2006a; 2006b; 2007]. This algorithm was developed to work with an omnidirectional treadmill, allowing for changes in both walking speed and direction. In this paper, we describe a one-dimensional variant of the algorithm and report the results of an experiment that we conducted to evaluate its effectiveness. The algorithm can be used to control a normal, linear treadmill, within the limits of its size and speed. The treadmill will respond smoothly to changes in walking speed, allowing the user to start walking from standstill, to vary walking speed in a natural way and even to abruptly stop walking without obtrusive changes in treadmill speed.

We had two main objectives in mind when we developed and evaluated the control algorithm. First of all, we wanted to allow for acceleration and deceleration of the user with respect to the treadmill belt, retaining inertial cues to changes in walking speed. These cues have been shown to be important, both for maintaining postural stability during walking and for the perception of walking speed [Jahn et al. 2000; Mittelstaedt & Mittelstaedt 2001; Cathers, Day, & Fitzpatrick 2005; Fitzpatrick, Butler, & Day 2006]. For this reason, recently described solutions for keeping the user in a more or less constant position with varying walking speeds are unsatisfactory for the purpose of creating a truly immersive virtual walking environment [Minetti et al. 2003; Lichtenstein, Barabas, Woods & Peli 2007]. One approach to solve this problem is to simulate the inertial forces during normal walking while walking in place. This has been done by means of an inertial-force feedback device (a tether), which either pushes or pulls at the back of a person walking on the treadmill [Christensen, Hollerbach, Xu & Meek 2000; Hollerbach, Xu, Christensen & Jacobsen 2000]. These studies report that applying the force-feedback improved the degree to which walking on the treadmill was perceived as realistic and natural. The necessary tether forces were mitigated by also allowing for some forward motion of the user on the treadmill. However, one problem with this solution is how to transfer the forces from the force feedback device to the torso of the user. Even with a very stiff harness, force application still differs for accelerations vs. decelerations [Checcacci, Hollerbach, Hayward & Bergamasco 2003]. In addition, using
a mechanic solution for the inertial forces problem makes it more complicated to use for a truly omnidirectional treadmill. Therefore, rather than keeping the user in place and simulating the inertial forces, we decided to allow the user to actually move with respect to the treadmill, keeping the normal inertial cues that occur with changes in walking speed.

Our second objective was to make changes in treadmill speed as smooth as possible and to avoid any jumps in commanded treadmill speed. Fast accelerations of the treadmill would be easily detectable by the user and might lead to instability or loss of balance while walking or standing. Furthermore, if the treadmill is used to navigate through virtual environments, high accelerations will disrupt the immersiveness of the VR. Our evaluation experiment was specifically targeted at fine tuning the control algorithm described below in order to minimize the obtrusiveness of changes in treadmill speed. To this end, various parameters of the algorithm were systematically varied.

**Control algorithm**

We decided to allow for normal acceleration and deceleration through space rather than keeping the user in place on the treadmill. Our algorithm allows the user to start walking on a stationary treadmill and the treadmill will only gradually respond to the movement of the user. Similarly, when the user stops walking, the treadmill only gradually comes to a halt and brings the user back to the centre of the treadmill. This strategy works best with a relatively large treadmill, but the algorithm can be implemented with treadmills of any size.

The purpose of the control algorithm is to keep the walking person close to a predefined reference position (the centre of the treadmill), while keeping changes in treadmill speed as unobtrusive as possible. Formally, this can be described as an output regulation of the position of the user $x$ along the main axis of the treadmill to a reference position $x_{\text{ref}}$ in the presence of unknown disturbances (the intended voluntary user walking speed $V_w$), with $v_c$ as the available treadmill speed command. In developing our control algorithm, we started with a simple first-order control law, i.e., by assuming
treadmill velocity as the available input. However, in pilot studies that evaluated this control algorithm, we realized that we had to extend this design to a second-order level (with treadmill acceleration as new input) to take into account suitable acceleration bounds in the treadmill speed command. In addition, we decided to use an adaptive reference position, dependent on the walking speed of the user. These three levels of control are described below.

**First-order control law**

A first-order kinematic model of the treadmill/user system can be expressed as

\[
\begin{align*}
\dot{x} &= -v_c + V_w \\
y &= x
\end{align*}
\]

(1)

where \( y \) stands for the system measurable output, i.e., the absolute user position. The sign of \( v_c \) in (1) is due to our definition of the direction of walking and treadmill motion: forward walking (positive change in user position \( x \)) corresponds to backwards motion of the treadmill belt (\( v_c \)). When the user stands still (\( V_w = 0 \)), exponential stabilization of Eqn. (1) at a given \( x_{ref} \) can be achieved by means of the simple proportional feedback

\[
v_c = k_{pos}(x - x_{ref}),
\]

(2)

where gain \( k_{pos} > 0 \) tunes the convergence rate. In the presence of persistent walker motion, however, control (2) is not able to fully recover the reference position \( x_{ref} \). In particular, if the user walks indefinitely with constant velocity \( V_w \), at steady state a position error \( \frac{V_w}{k_{pos}} \) from \( x_{ref} \) will be present. In order to compensate for the walker’s
locomotion and make the system partially insensitive to changes in walking speed, feedback (2) can be complemented with a feed-forward term based on on-line estimation of walking velocity $V_w$. Such an estimated value $\tilde{V}_w$ is obtained as output of the scalar dynamic observer system

$$\begin{cases}
\dot{\xi} &= -v_c + k_{obs} (x - \xi), \\
\tilde{V}_w &= k_{obs} (x - \xi), \quad k_{obs} > 0.
\end{cases} \tag{3}$$

Here, variable $\xi$ represents the internal state of the observer that evolves according to the first row in Eqn (3). The second row can be seen as the output of the observer, where the estimation of the velocity is computed in terms of the measurement $x$ and the internal state $\xi$. This observer output is then added to Eqn. (2) to get the feedback/feed-forward law

$$v_c = k_{pos} (x - x_{ref}) + \tilde{V}_w. \tag{4}$$

Note that, implementation of Eqn. (3) requires the knowledge of the treadmill velocity $v_c$ besides the user position $x$. Moreover, from Eqns. (3) and (1) it follows

$$\dot{\tilde{V}}_w = k_{obs} (V_w - \tilde{V}_w)$$

which can be shown to result in $\tilde{V}_w$ as a low-pass filtered version of $V_w$ with the cut-off frequency tuned by $k_{obs}$. By analyzing the overall closed-loop system in the Laplace domain, it is possible to prove that (at steady-state) feedback (4) fully recovers the reference position $x_{ref}$ in presence of any constant disturbance $V_w$. In practice, the observer acts as an independent dynamical system with its own internal state, designed so that it can asymptotically track the behaviour of the unmeasurable intentional velocity $V_w(t)$ of the walker (see Appendix A for further details).
Second-order control law

Feedback/feed-forward system (4) together with observer (3) is able to meet the control goals stated at the beginning of this section: output regulation to $x_{ref}$ despite the presence of a persistent disturbance $V_w$. However, this first-order design of (1) and (4) does not allow any explicit control over the imposed accelerations during transients in walking speed. As stated above, it is important to avoid big acceleration steps in treadmill speed (discontinuities in $v_C$) and to limit the maximum acceleration imposed on the walker in order to allow for truly immersive locomotion through VEIs. A convenient way to explicitly address these issues is to perform a dynamic extension of system (1) by considering $v_C$ as a state of the system, and its derivative $\dot{v}_C = a_C$ as the new (acceleration) input signal. Thus, we obtain the extended second-order walker/treadmill system

$$\begin{align*}
\dot{x} &= -v_C + V_w \\
\dot{v}_C &= a_C \\
y &= x
\end{align*}$$

(5)

Now, $a_C$ is the new control input and continuity of state $v_C$ is automatically guaranteed, i.e., no velocity steps can be commanded. Moreover, bounds on the imposed acceleration can be directly implemented. A number of methodologies for dynamic extension of lower-order control laws have been proposed in the control literature, like backstepping [Krstić, Kanellakopoulos, and Kokotović 1995] and the theory of cascaded systems [Panteley and Lorýa 1998]. In the following, we will adopt the latter for our second-order control law design.

Let $v_C^d(t)$ represent the nominal first-order control law (4) developed for the original system (1). Intuitively, the new command input $a_C$ should impose a perfect tracking of $v_C^d(t)$ on the new state $v_C$ in order to reproduce the same behavior of the first-order scheme. This can be achieved by designing $a_C$ as
where $k_a > 0$ is a suitable gain. According to the theory of cascaded systems, feedback (6) is able to stabilize system (5) by achieving an asymptotic tracking of $v_c^d(t)$, tuned by the value of $k_a$. Note, however, that implementation of Eqn. (6) requires some quantities that cannot be directly measured, i.e., walker velocity $V_w$, and $\hat{V}_w = k_{obs}(V_w - \bar{V}_w)$ which again depends on $V_w$. For this reason, we decided to implement an approximated version of Eqn. (6) where $V_w$ is replaced by its estimate $\tilde{V}_w$, and $\hat{V}_w$ is neglected. Therefore, the implemented acceleration-level control law is

$$a_c = k_{pos}(-v_c + \tilde{V}_w) + k_a(k_{pos}(x-x_{ref}) + \tilde{V}_w - v_c),$$

(7)

By studying the characteristics of this control law in the Laplace domain, one can verify that closed-loop stability is preserved despite the approximations done in Eqn. (7) with respect to the nominal control law (6) (see Appendix A). Note that our setup does not allow a direct acceleration command but only a velocity command. The corresponding velocity command $v_c$ sent to the treadmill can be recovered from Eqn. (7) by means of a software integration $v_c = \int a_c \, dt$.

**Tuning of the reference position**

The largest changes in commanded treadmill speed will occur when the user starts walking from standing still or abruptly stops from walking at normal speed. At steady state, the treadmill velocity $v_c$ exactly matches (with opposite sign) the user velocity $V_w$. Hence, when the user starts walking, the control must accelerate from $v_c = 0$ to $-V_w$. Vice versa, when the user stops, the control must decelerate from $v_c = -V_w$ to 0. Because the
user must be kept within the treadmill boundaries, this poses a lower bound on the necessary acceleration/deceleration. At the same time, the acceleration must be kept low enough not to interfere with the immersiveness of the VR. These two criteria may be incompatible with each other. A possible way to relax the lower acceleration bound is to ‘virtually’ increase the size of the treadmill by changing the reference position \( x_{\text{ref}} \) according to the user velocity \( V_w \): the faster the user moves, the more \( x_{\text{ref}} \) is shifted towards the treadmill border in the walking direction of the user. Such behavior can be implemented by defining

\[
x_{\text{ref}} = k_{\text{ref}} \tilde{V}_w + x_{\text{ref},0},
\]

where \( x_{\text{ref},0} \) represents the reference position for a standing user, and \( k_{\text{ref}} \) is chosen such that when the user moves at maximum speed, \( x_{\text{ref}} \) does not exceed the treadmill borders. The consequence of this change in control law is that constant disturbances \( V_w \) are not completely compensated for anymore, but only attenuated by a factor \( k_{\text{ref}} \). Control system behaviour for a static user remains unchanged relative to the case with a constant reference position.

---

**Control law implementation**

A conceptual scheme of control system (5) with control law (7), reflecting the actual implementation we used, is shown in Figure 1. The control system consists of two main components: the *Velocity observer* and the *Control law*. In addition, the acceleration command is subject to a saturation function. The purpose of this saturation was to implement a hard constraint on the accelerations imposed on the walker. The reference
position $x_{ref}$ was made dependent on the walking speed as described above (not shown in the figure).

The different parameters in control algorithm (7) have different effects on the behaviour of the treadmill in response to the walking behaviour of the user. In particular, the observer gain $k_{obv}$ tunes the responsiveness of the system to changes in walking speed $V_w$. The parameters $k_{pos}$ and $k_a$ will both affect how fast the user is pulled back to the reference position $x_{ref}$ (see Appendix A). In the experiment described below, we varied parameters $k_{pos}$ and $k_{obv}$, and the acceleration bound $a_{max}$. As $k_{pos}$ and $k_a$ have similar effects, we only varied the former while keeping the latter constant.

**Experimental evaluation**

The experiment served, first of all, to evaluate the usefulness of the algorithm, and secondly, to systematically test the effects of different parameter values on the extent to which users felt they could walk normally on the treadmill. Obviously, if one wants to allow for the entire spectrum of normal human walking behaviour in a virtual environment, a whole range of scenarios is thinkable for evaluating the control algorithm. In pilot studies, we tested the algorithm with: a) starting to walk on a stationary treadmill; b) abruptly stopping to walk on a moving treadmill; c) walking at a constant speed and d) walking at greatly varying speeds. From these experiments, we observed that the most demanding situation for treadmill control is the one where the user abruptly stops when walking at normal walking speed. This concurs with other experiments in which we measured the magnitude of changes in treadmill speed that people can detect while walking or standing. These thresholds were found to be much lower during standing still than during walking on a treadmill (unpublished data). Therefore, we chose to use this stopping-from-walking scenario for the evaluation of our treadmill control algorithm.
Methods

Participants
Thirteen persons (5 male, 8 female) participated in the experiment. Their age ranged from 22 to 31 years. The participants were naïve with respect to the purpose of the experiment.

include Figure 2 about here

Apparatus
The experiment was conducted on a large custom made treadmill (Bonte Technology, Zwolle, the Netherlands; see Figure 2). It measured 6.0 (l) x 2.4 (w) m and was capable of speeds up to 40 km/h, with a maximum acceleration of 3.0 m/s². Speed commands to the treadmill were given over RS232 serial connection by custom written software (command rate 30 Hz, which was adequate for on-line treadmill control). Actual treadmill speed was read out over the same serial connection from the treadmill controller. A dynamic characterization of the treadmill mechanics is given in Appendix B. For safety purposes, participants wore a safety harness that was attached to a cable running above the treadmill, which prevented them from walking off the treadmill or from falling down. To mask the sound of the treadmill, participants wore headphones, which played white noise during the experiment. Moreover, they were wearing earplugs to attenuate all auditory input, and were blindfolded. Masking noise and earplugs together ensured that participants did not received auditory cues to changes in treadmill speed.

The position of the participant on the treadmill was measured with a Vicon optical infrared tracking system (Vicon, Oxford, UK). It tracked reflective markers that were mounted on a helmet worn by the participant (sampling rate 120Hz). From the marker positions, the position of the head of the participant was computed. Together with the actual treadmill speed provided by the treadmill this formed the input into the control algorithm.
Procedure
As indicated above, we varied three parameters of the control algorithm: the gain $k_{obv}$ with which the walking speed was estimated (0.3, 0.6, or 0.9), the position gain $k_{pos}$ (0.5, 1.0, or 1.5) and the maximum acceleration $a_{max}$ commanded to the treadmill (1.0 or 2.0 m/s$^2$). The appropriate ranges were established in pilot studies. All three parameters were combined factorially, resulting in 18 different conditions. All conditions were replicated five times, in random order. The first replication was considered training and these data were not used in the analysis. Before the experiment, the participants were allowed to walk on the treadmill with vision, experiencing the response of the treadmill to their walking behaviour. Experimental trials were performed while blindfolded, to ensure that participants would not use visual cues to changes in treadmill speed to base their judgments on.

Each trial started with the participant standing still on the reference position, while the treadmill was stationary. After hearing a beep via the headphones, the participant started to walk forward normally at his/her preferred speed. The safety harness provided a reference to walk straight. During this period, the treadmill responded to the walking behaviour with a default set of parameter values that was used in all trials ($k_{obv} = 3.0; k_{pos} = 0.5; a_{max} = 5.0$). After 6s, a second beep indicated the participant to stop walking and stand still on the moving treadmill. From this point on, treadmill behaviour was governed by the parameter values of the condition tested. After the control algorithm had brought the participant back to the reference position and the treadmill was stationary again, a third beep prompted the participant to give an oral rating of treadmill behaviour. The rating had to reflect the degree to which the change in treadmill speed was noticeable from the point where he or she stopped walking up to the last beep. The participant was instructed to give a rating from 1 to 10, where 1 represented the case where he or she couldn’t maintain balance and fell (which never happened) and 10 indicated that no change in treadmill motion was felt at all. The ratings were entered into the computer by the experimenter.

include Figure 3 about here
Results

The ratings given by the participants were averaged across replications of the same condition by taking the median value per participant. A univariate repeated measures ANOVA (SPSS 15.0) was performed to test for significance of the effects of the three parameters ($k_{obv}$, $k_{pos}$, and $a_{max}$). The different parameter values systematically caused the participants to judge the treadmill behaviour differently. Figure 3 shows the average ratings as a function of the three parameters that were varied. The error bars in this figure represent the 95%-confidence intervals of the mean responses across participants, after correcting for inter-participant differences. Both the gain of the estimated walking velocity $k_{obv}$ and the position gain $k_{pos}$ had significant effects on the ratings that the participants gave (F(1.38, 16.56) = 9.93, p = 0.001, after Greenhouse-Geisser correction for asphericity, and F(2,24) = 18.99, p < 0.001, respectively). In general, the ratings were higher for lower values of these parameters. The acceleration limit $a_{max}$ did not have a significant effect (compare the left hand graph in Figure 3 with the right hand graph; F(1,12) = 1.71, p = 0.215). This probably was because accelerations rarely were larger than 2.0 m/s$^2$. None of the interactions between the three parameters were significant.

To analyse in more detail how the different parameter values caused the treadmill to respond differently to the walking behaviour of the participants, we computed the average treadmill speed profiles during all trials as a function of the ratings that the participants gave. Trials were first ordered according to the participant’s rating. Per rating, we then binned the treadmill speed profiles in 0.5 s bins and averaged the treadmill speed for all trials that produced that rating. The average treadmill speed profiles for one exemplary participant are shown in Figure 4. These profiles are similar to those found in most other participants. For each trial, time started at 0 s when the participant started to walk. As can be seen from the figure, the treadmill started off at 0
m/s, and then increased its speed during the first few seconds of the trial in order to compensate for the walking speed of the participant. As soon as the participant stopped walking, after 6 s, the treadmill also decelerated. Normally, the treadmill would overshoot the reference position, come to a stop and then slowly return the person to the reference position by moving forward. The speed profiles show that the biggest difference between trials with different ratings was in the part where the treadmill came to a stop and then slowly moved forward again. The lowest ratings were given when this overshoot was large; ratings were higher when the overshoot was small and the change in treadmill speed more gradual.
Discussion

The main goal in developing the control algorithm was to ensure smooth and gradual changes in treadmill speed in response to changes in walking speed. This is an important prerequisite for immersive navigation by locomotion through virtual environments. The algorithm developed here is based on both velocity and acceleration control. Effectively, it tries to minimize the distance between the person walking on the treadmill and a given reference position. At the same time, it compensates for voluntary motion of the user by means of an online estimation of the walking speed. These two components resemble algorithms suggested before [e.g. by Moghaddam & Buehler 1993, for the control of a robot locomotion setup, and by Noma & Miyasato 1998 and Noma, Sugihara, & Miyasato, 2000]. However, our algorithm differs from these control schemes in several important respects.

First, we propose an acceleration-level design, which automatically avoids jumps in the commanded treadmill velocity. This allows explicit limitation of the imposed accelerations. In addition, the reference position to which the system tries to bring the user back to is dynamically adapted, depending on the walking speed of the user.

A second difference is that our control algorithm relies on a continuous estimation of the walker’s position that does not require a model of the walking patterns nor measurements of the movements of the feet or legs. Any position measurement system can be used. In the present study, we have used an infrared optical tracking system to track the position of the head, but we have also successfully implemented the algorithm with a video-based markerless tracking system. When using a treadmill for VR purposes, head tracking will probably already be available for visualization. Our algorithm can then be used to control treadmill speed without any additional requirements.

Third, the estimation of the walker’s velocity is based on a dynamic observer, and not on static computations as in the paper by Noma and Miyasato [1998]. This is implemented by adding a feed-forward term to the feedback action, making it possible to compensate for any walking behaviour. Thanks to this effective feed-forward term, we do not have to resort to an integral action in the feedback part of the controller, thus avoiding
potential instability or overshooting problems. In addition, this gives more freedom in tuning the gains of the control law.

In the experiment presented here, we evaluated the behaviour of the treadmill for different values of the most critical parameters of the control algorithm. In general, higher values for the two gain parameters $k_{ov}$ and $k_{pos}$ that we tested make the treadmill more responsive to changes in walking speed. The downside of this is that, as our results show, the changes in treadmill speed become much more noticeable to the user. Consequently, one should set these values as low as possible, given the dimensions of the treadmill that is being used. If the values are too low, the treadmill will respond too slowly and the user will not be kept within the bounds of the treadmill. Our large treadmill (6 m) allowed us to use low values, making changes in treadmill speed small and smooth enough to be almost unnoticeable by the user. On our large scale treadmill users can even stop walking, turn around and walk in the opposite direction, without instability or loss of balance. Importantly, users walked without any support for stability. On smaller treadmills, higher values for the gains have to be used, making changes in treadmill speed more noticeable.

The settings of the parameter values become more critical with higher walking speeds. Some of the participants in our experiment walked fairly slowly (< 1 m/s) and consequently did not show strong effects of the different parameter values. Partially, their slower walking speed may have been due to apprehension of walking blindfolded. Walking with vision through a virtual environment might make it easier for them to walk at a normal walking speed. On the other hand, adding a visual environment might also create a conflict between the perceived visual self-motion through the virtual environment and the felt motion through the real world on the treadmill. For instance, when the user stops walking, the visual environment will be stationary. At the same time, the user is moved through space by the treadmill in order to bring him/her back to the reference position. Whether these conflicts are large enough to be noticeable and what their effects will be has to be further investigated. Previous studies have shown that humans calibrate their perceived walking speed to the visual optic flow experienced during walking. This suggests that, at least with time, these conflicts do not necessarily disrupt VR immersiveness [Durgin et al. 2005; Mohler et al., 2007; Rieser et al., 1995].
Preliminary studies carried out on our treadmill setup suggest that adding a visual VE indeed does improve stability during walking.

As indicated in the Introduction, controlling treadmill speed as a function of walking behaviour is only half the challenge of creating a truly immersive locomotion interface for VR. The other goal is to create an omnidirectional treadmill. We are currently developing such a treadmill. A two-dimensional version of the algorithm described here will be used for the control of this omnidirectional treadmill [De Luca et al. 2006a; 2006b; 2007]. Obviously, the demands on the control algorithm will be higher in the omnidirectional case, as now not only speed but also walking direction can change. An indication that users are more sensitive to changes in treadmill direction than speed can be found in the results described above. In our experiment, the most important part of the motion profile of the treadmill proved to be where it reversed its direction (Figure 4). More studies are needed to investigate whether this represents the most extreme case or that users are even more sensitive to intermediate direction changes. The results from the present study are encouraging evidence, however, that controlling treadmill velocity without disrupting the immersiveness of VR is indeed a feasible task.
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Appendix A: Stability of the control system

Stability of first-order control system:
Closed-loop behavior of system (1) together with feedback (4) can be conveniently studied in the Laplace domain. As a preliminary step, it is useful to explicitly characterize the transfer function linking \( V_w(s) \) to its estimate \( \tilde{V}_w(s) \). From Eqns. (1) and (3), it follows that

\[
\tilde{V}_w = k_{obv}(V_w - \tilde{V}_w)
\]

from which we obtain

\[
\tilde{V}_w(s) = \frac{k_{obv}}{s + k_{obv}} V_w(s).
\] (A1)

Hence, the estimate \( \tilde{V}_w \) results in a low-pass filtered version of \( V_w \) with cut-off frequency tuned by \( k_{obv} \). By plugging Eqn. (4) into (1), and using the expression (A1), the closed-loop behavior of the user position \( x \) is described by the Laplace relation

\[
X(s) = \frac{k_{pos}}{s + k_{pos}} X_{ref}(s) + \frac{s}{s + k_{obv}} V_w(s) = F_1(s)X_{ref}(s) + F_2(s)V_w(s).
\] (A2)

Therefore, one can verify that, at steady state, any constant disturbance \( V_w(s) = \frac{\tilde{V}_w}{s} \) is fully compensated thanks to the zero in \( s = 0 \) of \( F_2(s) \), i.e., the term

\[
F_2(s) \frac{\tilde{V}_w}{s} = \frac{\tilde{V}_w}{s + k_{obv}}
\]

exponentially vanishes over time for any \( \tilde{V}_w \). Moreover, any constant reference position \( x_{ref} \) is also correctly reproduced at steady state, since \( F_1(s) \bigg|_{s=0} = 1 \), i.e., \( F_1(s) \) has an unitary steady-state gain. This, together with the rejection properties of \( F_2(s) \), ensures that \( \lim_{t \to \infty} x(t) = x_{ref} \) for a person who stands still or walks at a constant speed.
Stability of second-order control system:

Stability of the closed-loop behavior of system (5) together with feedback (7) can be again analyzed in the Laplace domain. By plugging Eqn. (7) in (5), and using (A1), we get the closed-loop transfer functions

\[
X(s) = \frac{k_{pos}k_a}{(s + k_{pos})(s + k_a)} X_{ref}(s) + \frac{s(s + k_{ovb} + k_{pos} + k_a)}{(s + k_{ovb})(s + k_{pos})(s + k_a)} V_w(s) = F_3(s)X_{ref}(s) + F_4(s)V_w(s)
\]

which are stable (poles with negative real part) as long as \( k_{pos} > 0, \ k_a > 0, \) and \( k_{ovb} > 0. \)

Hence, stability is guaranteed by imposing positive gains, in contrast to, e.g., Noma and Miyasato [1998], where the control gains are restricted to a specific stability region. Our implementation allows better tuning of the overall control law.

Note that gains \( k_a \) and \( k_{pos} \) appear symmetrically in Eqn. (A3), and in particular they equally affect the transfer function \( F_3(s) \). As in the first-order case, the zero in \( s = 0 \) of \( F_4(s) \) provides a complete steady-state rejection of any constant disturbance \( V_w \), and a constant reference position \( x_{ref} \) is correctly reached since it is, again, \( F_3(s)|_{s=0} = 1 \).

Consequently, the approximations made in controller (7) w.r.t. the ideal control law (6) do not affect the closed-loop stability of the system, and feedback law (7) fully meets our goals.

Appendix B: Dynamic characterization of the treadmill system

The treadmill control architecture consists of two layers: the high-level control law as described in Eqns. (5), (7) and (8), and the low-level controller of the treadmill motor.
The high-level feedback action is computed on a standard PC and sent as a reference velocity signal to the low-level direct controller which is responsible for its realization. Due to the platform dynamics and the presence of communication delays, possible mismatches between the commanded \( v_c(t) \) and actual \( v_{tm}(t) \) treadmill velocity can arise. On the other hand, for a kinematic control design, one assumes that these two quantities match perfectly, i.e., that the velocity output of the PC-based controller is instantaneously executed by the treadmill actuation.

In order to validate this simplifying assumption, we identified experimentally the transfer function between the commanded and actual treadmill velocity, quantifying the system bandwidth in a linear domain. For this, we have collected treadmill velocity data during normal treadmill operation (any controller, even untuned, is suitable to this end) and processed them using standard model identification algorithms (the `pem` function of the MATLAB System Identification Toolbox). This produced the following result

\[
\frac{v_{tm}(s)}{v_c(s)} = P(s) = \frac{6.67s + 7.28}{s^2 + 7.526s + 7.28} \quad (B1)
\]

The corresponding Bode diagram is shown in Figure 5A.

Several further experimental data sets were used for the validation of this model (the MATLAB `compare` function computes the model output associated with a given input, and compares it with the measured output). Treadmill velocity data were collected for different walking scenarios, such as: a) starting to walk from stand still; b) starting to walk followed by walking at an approximately constant speed for an extended period of time (Figure 5B); c) changing walking speed, and d) abruptly stopping from normal walking speed. In all validation tests, fits higher than 95% (proportion of explained variance) were obtained, confirming the reliability of the identified model (B1). From this model, it follows that the bandwidth of the low-level controller is 1.1 Hz, with a corresponding phase lag of 47 deg, roughly equivalent to a time delay of 120 ms.
We also performed a comparative simulation between the ideal case
\[
\left( \frac{v_{tm}(s)}{v_c(s)} = 1 \right),
\]
where the actual treadmill speed is identical to the commanded speed, and
the realistic case that uses the experimentally identified model (B1). The simulation
considers a start/walk/stop sequence of the walker, with a constant walking speed of 1.35
m/s, held for 10 s. The gains of the controller (7) were set to \( k_{pos} = 0.5 \), \( k_a = 0.7 \),
\( k_{ref} = 1.6 \) and \( k_{obv} = 3 \). Figures 5C show the ideal and realistic behaviours of simulated
user position on the treadmill. The differences are negligible, allowing us to use the ideal
model as an approximation.
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**Figure captions**

Figure 1. Schematic representation of the control algorithm. The *Velocity observer* estimates the walking velocity $V_w$ of the user based on measured treadmill speed $v_c$ and user position $x$. The estimated walking speed $\tilde{V}_w$ serves as input to the *Control law*, together with the measured user position $x$, the current treadmill speed $v_c$ and the reference position $x_{ref}$. The output acceleration $a_c$ is bounded and then integrated to produce the commanded treadmill speed $v_c$. Note that in this diagram, the commanded treadmill speed $v_c$ equals the measured treadmill speed $v_c$. In practice, we measured the actual treadmill speed, which could be slightly different from the commanded speed due to the dynamics of the treadmill system.

Figure 2. Treadmill setup. Participants walked freely on the treadmill, wearing a safety harness that was connected to a rail above the treadmill. The safety harness prevented them from walking off the treadmill or falling and also helped them to walk straight-ahead while blindfolded. Participants wore a helmet with reflective markers, which were used to track the position of the head.

Figure 3. Average ratings of treadmill behaviour as a function of maximum acceleration (left-hand panel: 1m/s$^2$; right-hand panel: 2m/s$^2$), position gain $k_{pos}$ (horizontal axes) and estimated walking velocity gain $k_{obv}$ (colour coded lines). For clarity, the different lines have been offset slightly in the horizontal direction. Error bars represent the 95%-confidence intervals of the mean ratings across participants, after correcting for the mean differences between participants. For each participant, the mean rating was subtracted from all the ratings and then the overall mean across all participants was added. This way, the ci’s reflect the within-participant variability, rather than between participants.
Figure 4. Treadmill speed profiles averaged across all trials with the same rating in 0.5s bins, for one exemplary participant. The vertical dashed line indicates the moment at which the participant was instructed to stop walking (after 6s). The inset magnifies the part where the treadmill came to a stop and then reversed its direction.

Figure 5. A. Bode diagram of the treadmill transfer function (B1), evaluated experimentally from treadmill velocity data collected during treadmill operation. The bandwidth is at 1.1 Hz, with a phase lag of 47 deg (equivalent to a time delay of about 120 ms). B. Validation test of the treadmill transfer function (B1) by comparing actual measured treadmill speed (black) and simulated speed (red). The simulation explained 99.06% of the variance in the actual speed. C. Simulation of the behaviour of user position on the treadmill in a start/walk/stop scenario, using the experimentally derived realistic transfer function (B1, in red) and the ideal transfer function $\frac{\nu_{bm}(s)}{\nu_c(s)} = 1$ (black).
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![Diagram showing the relationship between rating and $k_{pos}$ for different values of $a_{max}$. The diagram includes two panels: one for $a_{max} = 1 \text{ m/s}^2$ and another for $a_{max} = 2 \text{ m/s}^2$. The horizontal axis represents $k_{pos}$, and the vertical axis represents the rating. Different symbols are used for $k_{obv}$ values of -0.3, -0.6, and -0.9.]
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